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ABSTRACT 
 

Online production systems represent a new and innovative approach for producing information goods. 
However, the success of such endeavors depends on a careful interrelationship between their social and 
technical dimensions. In this paper, we explore how various aspects of those dimensions impact the suc-
cess of online production systems. We collected data from the open source community GNOME and we 
used the inclusion of a product into an official release as indicator for the success of a project. Our 
analyses revealed that structural characteristics of the individual project’s communication and task de-
pendency (coordination needs) networks, the position of individuals in the overall ecosystem communi-
cation network as well as the technical structure of the product, are all significantly associated with pro-
ject success. Our novel results represent an important step in understanding the success drivers of online 
production systems as well as a starting point for reshaping traditional models for producing information 
goods typically used in corporate settings.  
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INTRODUCTION 
The World Wide Web (WWW) has not only shaped social relationships but has also changed processes 
of production information-age goods such as content and software. New and innovative approaches have 
emerged for people to share their ideas, their experiences, their knowledge, and collaboratively produce 
information goods in so-called online production systems (cp. [3], [26]).  
 
Online production systems have a number of properties that differentiate them from traditional ways of 
producing goods. They have relatively low barriers to entry [27] and, consequently, contributions are 
mostly done by volunteers who cooperate in a geographically distributed and decentralized way forming 
open collaborative communities. Online production systems rely on key infrastructure enablers such as 
the Internet and a host of communication, coordination and collaboration tools to produce information 
goods such as an online encyclopedia, open source software, a shared taxonomy (e.g., del.icio.us), or 
compiled news and information offerings (e.g., Slashdot). These systems also share similarities with 
traditional production settings found in companies. The development of any type of product involves a 
close relationship between the technical and the social dimension. The technical dimension refers to 
properties of the developed product and the social dimension refers to the collection of organizational 
norms, governance and coordination mechanisms that allow people to produce the desired object.  
 
Research in product development and software engineering has examined the relationship between the 
social and technical dimension and project success in traditional corporate environments. A key finding 
is that the ability to identify the relevant task dependencies and the use of appropriate coordination 
mechanisms to manage those dependencies are major drivers for project success (e.g., [40], [8], [9], [6] 
[20]). We know that certain open collaborative communities such as Wikipedia are able to produce high 
quality outcomes by utilizing particular coordination mechanisms such as interactions on talk pages and 
a relatively small number of editors [25]. In other types of online production systems such as software 
development projects, the landscape of coordination needs that emerge from technical properties of the 
product and the ability of the project participants to identify those task dependencies might be a major 
challenge. In this paper, we study drivers of success in online production systems using data collected 
from the open source community GNOME covering about 8 years of activity. Because of the availability 
of artifacts that contain an explicit and detailed record of dependencies in the product, open source soft-
ware development projects represent a unique opportunity to study the role of task dependencies in pro-
ject success. 
 
Our study examines the relative impact of factors that capture the communication and coordination pat-
terns of different projects and the whole ecosystem as well as factors that consider task dependencies as 
determined by the technical dimension. We find that structural characteristics of the individual project’s 
communication and coordination needs networks, the position of individuals in the overall ecosystem 
communication network as well as the technical structure of the product, are all significantly associated 
with project success.  
 
The remainder of the paper is organized as follows: First, we discuss the socio-technical nature of online 
production systems and its implications for project success. Second, we describe our research setting and 
the measures as well as statistical models used in our analysis. We conclude with a discussion of our 
results, the limitations of our study and its implications for future work. 
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SUCCESS DRIVERS IN ONLINE PRODUCTION SYSTEMS 
Researchers in the area of online communities gave an important impetus for our understanding which 
factors impact success. One of the earliest contributions differentiates usability and sociability as main 
areas to evaluate success of virtual community sites [34]. The former considers human-technology inter-
actions (e.g., information design, navigation, and access) whereas the latter is especially concerned with 
human-human interactions by developing policies and practices that are socially acceptable and practi-
cable. Sociability determinants are of particular interest because they give us insights on how social in-
teractions might influence success. Past work [35] suggests that factors such as the number of partici-
pants who communicate, the number of exchanged messages, interactivity, and reciprocity are relevant 
success drivers. In recent years, increased attention has been given to the structure of those exchanges of 
information and interactions and its role for the success of online communities. However, most of that 
line of work has been descriptive and qualitative in nature [22]. Adopting a social network perspective 
allows for describing social interactions in online communities [43]. Hinds and Lee [22] proposed a set 
of hypotheses that link certain structural properties of communication networks with online community 
success, but no empirical evaluation of how these properties impact success in those settings has been 
reported. This leads to our first research question: 
 

RQ 1. Are structural properties of project communication networks asso-
ciated with success of online production systems? 

 
Members of a project do not operate in isolation from other projects in the ecosystem; rather their inter-
actions can impact other members’ motivation to participate, future decisions and coordination proc-
esses as well as solutions to technical problems. For example, recent work has shown that personal rela-
tionships play an important role in project’s contributions. Hahn and colleagues [21] showed that par-
ticipation in projects within the Linux development community tended to increase when people had 
close personal relationships with other project members or when they had good experience based on past 
collaborations. Therefore, the position of project members within a community’s social network might 
have an important impact on its outcomes [32]. For example, individuals that bridge core members of a 
community with those in the periphery tend to have higher innovative output [11]. Those results lead to 
our second research question: 
 

RQ 2. Does the structural position of projects’ members within the commu-
nication network of the whole ecosystem have an impact on the success of 
online production systems? 

 
The production of information goods depends on a collection of well-coordinated activities in order to 
be successful. Coordination, defined as the act of managing dependencies between activities [33], has 
been shown to be an important driver for high quality outcomes in certain online production systems. 
Kittur and Kraut [25] explored the relationship between coordination activities and the quality of articles 
in Wikipedia. The authors found that the scale of coordination needs was a major challenge and when 
contributors were able to adopt the appropriate coordination mechanism, the quality of articles im-
proved. For example, in case of a high number of contributors who edited an article, article quality was 
positively impacted if a core group of contributors existed and they were responsible for most of the 
editorial work. In addition to an issue of scale, recent work in geographically distributed development 
has shown that the structure of those coordination needs could impact project outcomes such as quality 
as well [10]. Taking a social network perspective, coordination needs among members of an online pro-
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duction system can be thought of a network where the patterns and the scale of the coordination needs 
are captured by structural properties of such a network. That leads to the following research question: 
 

RQ 3. How do structural properties of the coordination needs network in-
fluence the success of online production systems? 

 
The technical dimension of products being constructed or developed in an online production system can 
also be a major success driver. One key element of the technical dimension is the structure of a product. 
Researches have long argued that certain product structures such as modular designs have a number of 
benefits over other structures because they make task dependencies more manageable (e.g., [1],[31]). 
For example, modular structures allow projects to experiment with different design alternatives and 
those designs evolve more efficiently resulting in higher returns for projects or firms. Work in the area 
of technical dependencies has shown that product structures have also important impact on traditional 
project outcomes such as performance and quality. Highly coupled parts of a system tend to be more 
difficult to change and maintain [29] and are more likely to exhibit lower levels of quality [37], [7]. 
However, recent work has shown, for instance, that the relationship of the structural properties of a sys-
tem and project outcomes is more intricate. For example, certain types of technical relationships among 
a product’s constituent parts matter more than others in terms of project performance [9] or product 
quality [7]. Furthermore, certain structural patterns of those different types of technical relationships 
impact product quality differently [10]. Those results suggest the following research question: 
 

RQ 4. Are network properties of the technical structures of the system un-
der development associated with success of online production systems? 

 
METHOD 
In order to answer our research questions an appropriate representative of an open production system is 
needed that allows us to tackle the two dimensions of an online production system. An open source 
community is ideal for examining our research questions because the various repositories of data used in 
open source software development represent a rich source of data that capture the social as well as the 
technical dimension of an online production system. For example, the social dimension of an open 
source project is represented by the communication on the mailing lists. The coordination processes can 
be understood from the task and defect tracking systems and the technical structure of the software sys-
tems can be described by using data from the source code management system.  
 
We examined our research questions using data collected from the open source community GNOME 
that is focused on the development of software for a graphical user interface system. The remainder of 
the section is organized as follows. First, we present a description of GNOME. Then, we describe the 
various measures collected and we conclude the section with a description of the statistical model used 
in our analyses. 
 
Description of the Research Setting 
GNOME is an open source software development community that has developed a graphical user inter-
face for operating systems such as Linux. It was initiated in 1997. Over the following decade, volunteers 
around the world contributed to this software in order to create a freely available desktop application. 
The constellation of software development projects is organized within a federated system [41]. Core 
programmers such as those responsible for certain key components, manage their projects and oversee 
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the whole software development process within these projects. For instance, core programmers produce 
releases and integrate changes submitted from other contributors through so-called “patches”. Projects 
adjust their development roadmaps and goals to the overall GNOME plans and strategy. In particular, 
such alignment means that projects which become part of GNOME releases or that are linked to projects 
that are part of GNOME releases have to follow specific development guidelines and milestones. In or-
der to get a project hosted by GNOME’s technical infrastructure, projects have to meet specific require-
ments such as using an open source license, employing GNOME core technologies, and having at least 
one public release. Hence, the GNOME source code repository consists of various projects either in-
cluded into official releases or not. We are using this fact by considering both “kinds” of projects in our 
data set, projects that are included into an official release and projects that are not included. 
 
Our data set (cf. [41]) comprises the mailing list repository and the source code repository of GNOME. 
We extended this data set by release information and by the actual source code for each of the selected 
projects. The data covered a period of about 8 years of activity from November 1997 until July 2005. At 
the end of this period, the source code repository contained 735 modules but the size, the number of de-
velopers, and the age of these modules varied extensively, for example because a module can be a single 
project or can be part of a larger project. We define a project as a single piece of software in GNOME 
that may comprise a number of different modules but at least one. Additionally, a project should have at 
least one dedicated mailing list.  
 
Our first step was to identify all projects that have been part of the official GNOME release, i.e. distribu-
tion, in the period under investigation. For this, we retrieved each distribution with the corresponding 
source code and compared each contained module with available project data in our data set. If a project 
started separately but was later merged with another project we treated both projects as a single project.  
 
Only for 18 officially released projects user mailing lists were available and we were able to identify 9 
unreleased projects in the data set with the same set of available information. All other modules in our 
dataset had no dedicated mailing list. Of these 27 projects, all had general mailing lists, and only 3 pro-
jects also had developer-specific mailing lists. In 2 of these 3 projects, more developers participated in 
the general mailing list than in the developer-specific list. In all three cases, developers participated in 
more threads on the general mailing list than on the developer-specific list. Across all the general mail-
ing lists, the developers had very significant participation, initiating 28% of the e-mails, and participat-
ing in 51% of the threads. For these reasons, and to maintain comparability in the project data sets, we 
decided to use the general mailing lists for our study. 
 
The projects exhibit a different level of maturity in terms of their lifetime (e.g., 5 projects have less than 
5 years of data), their number of contributors (e.g., number of committers ranges between 10 and 976), 
their intensity of communication (e.g., number of mail threads is between 11 and 15,000), and their 
product sizes (e.g., the source code has between 50,000 and 14,000,000 lines of code). One reason for 
these differences can be seen in the type of the products. There are for example projects that deal with 
user tools such as an email client (Evolution) or web browser (Epiphany) but also projects that are part 
of the underlying technical infrastructure, such as the GTK+ library which is the primary library used to 
construct user interfaces in GNOME. 
 
During the second step, we determined an appropriate unit of analysis for our longitudinal data (all de-
fined temporal networks are introduced in the following section). The goal was to determine a time in-
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terval that exhibits as much information as possible (or that loses as little information as possible, re-
spectively). We tested the changes of the temporal development of the density and average shortest path 
length in the communication and coordination needs network with intervals of 15, 30, 45 and 60 days 
[28]. Finally, we constructed a stream of longitudinal data for each project aggregating the data on a 30-
days basis because this interval balanced best the information gain versus the information loss. 
 
Description of the Measures 
In the following section, we describe our dependent and independent variables as well as the set of con-
trol factors we used in our analyses. Besides these measures, we discuss our defined temporal networks 
and how we constructed them based on our data set. 
 
Measure of Success 
Success in online production systems as well as in traditional development projects is a widely discussed 
concept and its past operationalizations have varied significantly. For example in Wikipedia, the success 
of an article can be seen as its quality [25]. An article has to meet certain requirements in order to get 
assigned into a six-level quality system, ranging from “stub” (almost no content) to “featured-article” 
(best quality). Researchers have used measures such as number of edits and unique editors [44] to ex-
plore the interrelatedness of article quality and the creation process. Measures of success in online com-
munities and, in particular, open source projects have typically revolved around quantifications of vol-
ume related to number of contributors or participants or number of access to the particular project’s 
product or outcome [15], [24]. Also, the product development literature has considered “success” of a 
development project across a wide range of conceptualizations such as market performance of the prod-
uct, project cycle time, efficiency of the development process and product quality [12], [17], [38]. 
 
In the case of a community such as GNOME, projects that become part of the community distribution 
have been vetted as having a certain level of quality or value because they have to meet the aforemen-
tioned technical quality requirements. The criteria for inclusion in an official release include 1) continu-
ous project activity; 2) a judgment of quality based on fixing all high-priority bugs, all major features 
completed, and all bugs fixed at a reasonable rate; 3) technical characteristics of the project such as us-
ing GNOME technology, accessibility, usability, and internationalization; and 4) the developers work 
well with the community [18]. Therefore, we expect that projects that are part of a release exhibit differ-
ences in their technical structure as well as in their communication and coordination structure compared 
to projects that has not been included. 
 
Our measure of success, “released”, is a dichotomous variable that indicates whether a project is in-
cluded in the GNOME distribution during a specific time interval (indicated with a 1) or not. Such an 
inclusion followed different patterns. For example, a group of 10 projects were never included in the 
distribution. There were also persistent inclusions where projects were always part of all nine releases 
and finally, there were temporary inclusion where projects were included in at least one release but the 
inclusion was not persistent. 
 
Independent Measures 
In order to address our research questions, we collected a series of measures which can be grouped into 
four categories each one corresponding to a particular research question.  
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Measuring the Project’s Communication Structure 
We constructed a collection of communication networks for each project from the exchange of emails as 
stored in the projects’ mailing lists. Each network covered a 30-day period of activity. Each network was 
constructed as follows: For each email, we added the sender into the communication network. If there 
was a response to the email, we added an edge in the network between the sender and the respondent. 
Based on regular expressions we identified such a response to an email by the same subject. If a third 
person responded to the same email thread all three senders were connected by an edge. We considered 
the communication networks as undirected graphs because emails in a mailing list are sent to the list and 
not to a single person. 
 
In order to assess the structural properties of the communication networks, we computed a set of net-
work-level measures on each communication network for each project at each time interval. Density is a 
measure between 0 and 1 that captures the ratio of existing number of edges in a network to the maximal 
possible number of edges in a network. A completely connected network has a density of 1. Clustering 
coefficient is based on the average local clustering coefficient for the entire network proposed by Watts 
and Strogatz [42]. The local clustering coefficient of a node is the average probability that a pair of 
neighbors of this node is connected to each other. We use this measure on a network level in order to 
capture the average strength of connectedness between all nodes in a network. This measure is standard-
ized on the network size and ranges therefore between 0 and 1. The average shortest path length meas-
ures the average number of edges that connects any pair of nodes in the network. If the network consists 
of components, only the lengths of existing paths are considered. Combined, these last two measures can 
be used to determine whether a network follows a small-world structure or not. High levels of clustering 
coefficients and lower levels of average shortest path characterize a small-world structure [42]. The 
number of components captures the number of subsets of nodes where there is no path connecting those 
subsets. The measure was adjusted by the number of isolates in the network. This procedure allowed us 
to precisely measure only disconnected subsets containing at least two actors. Finally, we also computed 
the network degree centralization which captures the difference between the node with the highest de-
gree centrality and each other node in the network. It is a measure between 0 and 1 and it is the higher 
the more central one node is compared to all other nodes in the network. 
 
Measuring the Interplay between Project and Ecosystem 
It has long been argued that the structural position of individuals within a communication or information 
flow network has a range of individual and collective benefits [5], [13]. For example, the structural holes 
argument [5] suggests that individuals, groups or organizations could gain from information access and 
flow control by bridging disconnected sets of individuals or entities. Recent work on innovation has ar-
gued that it is not just about the position of an individual within a network, but the position of an indi-
vidual within networks with particular structural properties. Cattani and Ferriani [11] suggested that in-
dividuals that bridge the core and periphery in a network are more likely to have higher innovated capa-
bilities. 
 
Motivated by the above-mentioned line of work, we constructed communication networks of the whole 
ecosystem by aggregating the project-level communication networks into one. Since the communication 
network of the projects capture a 30-day period of interaction activity, the community wide networks 
also covered a 30-day period of activity. We then ran a core-periphery (CP) analysis on each network 
using the continuous model proposed by Borgatti and Everett [4]. The model assigns a core-periphery 
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score to each node in the network. The closer the score is to 1, the higher the likelihood that the node is 
part of the network’s core. On average, each monthly network had a correlation with an idealized core-
periphery model of 0.520 (s.d.=0.081, min=0.261, max=0.764). 
 
In order to examine the interplay between the interaction patterns of the ecosystem and each project’s 
member structural position within the communication networks, we computed the following measures 
for each 30-day network. Mean CP score captures the average core-periphery score of the projects’ 
members. The CP score dispersion captures the standard deviation of the core-periphery scores of the 
project members. Higher values of this measure suggest that projects’ members tend to be more dis-
persed between the core and the periphery of the network. Finally, we computed the proportion in core 
measure that captures the ratio of project members that have core-periphery scores that are higher than 
the network-wide average. The higher the value of this measure, the greater the proportion of project 
members that are positioned in the core of the network. 
 
 

Table 1. Descriptive statistics 
 

 
 
Measuring the Project’s Coordination Needs Structure 
A second set of factors that might impact success in online production systems relates to the structure of 
dependencies among the development tasks, which determine a set of coordination requirements among 
the project’s members. We used the socio-technical congruence method proposed by Cataldo and col-
leagues [8, 9] to compute coordination needs networks for each project. The congruence approach com-
bines information about how developers were involved in the development tasks performed over a par-
ticular period of time with information about how the software system was modified over the same pe-
riod of time to determine the degree to which each developer is interdependent with the others. In our 
case, we considered the set of development tasks that were completed within a 30-day period of time. 
Then, identifying the set of individuals involved in those tasks and constructed a Task Assignment ma-
trix. A task is defined as a commit of a developer to at least one file in the source code. The set of source 
code files modified as part of the development tasks completed in each 30-day period allows us to con-
struct a Task Dependency matrix. Following Cataldo and colleagues, we computed the coordination 
needs networks through the following matrix multiplication: (Task Assignment x Task Dependency) x 
Transpose(Task Assignment). In order to assess the impact of the structural properties of the coordina-
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tion needs networks on project success we computed the same network-level measures described in the 
previous section: density, clustering coefficient, average shortest path length, number of components, 
and network degree centralization. We consider the coordination needs networks as undirected graphs. 
 
Measures the Project’s Technical Structure 
In open source projects, the technical structure of a software system can have major implications on the 
success of projects [1], [2]. A traditional way of extracting the structure of a software system is to exam-
ine its source code and identify programming language constructs that represent points of relationships 
between different entities of the system such as source code files, modules or components. We refer to 
this structural representation as syntactic. Researchers have also suggested other structural representa-
tions of a software system. Recent work by Cataldo and colleagues [9], [7], [6] has shown the value of 
considering interrelationships among software entities based on the patterns of modification of those 
entities as part of the development tasks. We refer to this structural representation as logical since it al-
lows the identification of relationships that are semantic in nature, which is typically not easily captured 
by the syntactic approach. For our analysis, we constructed 30-day technical networks. In the case of the 
syntactic relationships, we extracted them using a tool called Doxygen1 that examines the source code 
tree of each project at the time of each release of the GNOME distribution. In the case of the logical 
dependencies, we constructed them by extracting the set of source code files that were modified as part 
of development tasks performed during the period of time between two releases of the GNOME distri-
bution. In order to assess the impact of the structural properties of the syntactic and logical dependency 
networks on project success we computed the same network-level measures described above: density, 
clustering coefficient, average shortest path length, number of components, and network degree centrali-
zation. We consider the technical networks as undirected graphs. 
 
Additional Control Factors 
Besides the already introduced measures, we defined six additional control factors that are not related to 
the defined networks. The variable Mails indicates the number of mails submitted to the mailing lists of 
the projects during a period of 30-days. The variable Senders indicates the number of distinct individuals 
that submitted emails to the mailing lists of the project during the defined time interval. The variable 
Committers indicates the number of distinct developers that made changes to the project’s source code 
during the time interval. The variable Commits represents the number of changes made to the project’s 
source code during 30 days. Files represent the number of source code files modified in the project the 
time interval. Changed lines of code (LOCs) indicates the number of lines of code added, deleted and 
modified in the source code of a project during the defined period of time. Furthermore, the software 
implemented in each project differs in their technical properties as well as in their role within the overall 
“vision” of the GNOME community. Therefore, we used the existing classification system in GNOME 
and measured project type as a categorical variable distinguishing projects that were “desktop modules”, 
“platform modules”, “productivity tools” and “other” [19]. The categorical measure was converted for 
inclusion in the regression models to a set of three dichotomous variables: (a) platform module indicates 
with a 1 if the project is a platform module, (b) productivity tool indicates with a 1 if the project is a 
productivity tools like an email or a word processor and (c) other module indicates with a 1 if the project 
type fell into the “other” category. When all three variables are zero, we have a project that is catego-
rized as a desktop module. 
 

                                                                    
1 More information are available at http://www.stack.nl/~dimitri/doxygen/ 
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Description of the Statistical Model 
As it is typical in this type of longitudinal analysis, variations of the outcome may be the result of the 
idiosyncratic aspect of each project as well time (e.g., variation may be due to the current development 
state of a project). Traditional regression models are not able to properly account for those variations. 
Therefore, we utilized a multi-level modeling approach, which allows variation at several levels within 
the model (for a more complete overview of multi-level modeling of longitudinal data see [39]). When 
developing a multilevel model, initial effects are specified, and then random effects may be applied to 
multiple variables for a given stream of longitudinal data. For example, the impact of time may vary 
across projects—a multi-level model allows for an analysis that accounts for this. In our data we have a 
stream of data for each project and this allows variation of both the intercept and the influence of time 
(in number of months since the beginning of existence of the GNOME community). In this way, we 
account for the fact that projects may be different, for example an email client is more likely to have 
widespread appeal than a library that does processing on a niche file format. Since our dependent vari-
able is dichotomous, we used a multi-level logistic regression model to evaluate the effects of the vari-
ous factors on project success. 
 
We constructed several multi-level logistic regression models to examine our research questions. Fol-
lowing a standard hierarchical modeling approach, we started our analysis with a baseline model that 
contains only the control factors. In subsequent models, we added the various aforementioned measures. 
To enhance interpretability, we report the odds ratios associated with each measure instead of reporting 
the regression coefficients. Odds ratios larger than 1 indicate a positive relationship between the inde-
pendent and dependent variables whereas an odds ratio less than 1 indicates a negative relationship. For 
example, if a dichotomous independent variable has an odds ratio of 2 in a logistic model, such value of 
the odds ratio means that the probability of having the outcome variable be 1 doubles when the inde-
pendent variable changes from 0 to 1. Mathematically, the odds ratio is the exponent of the logistic re-
gression coefficient. 
 
RESULTS 
This section presents the results of our empirical analyses. We first present a series of preliminary analy-
ses performed on our data followed by a discussion of the various models that examined the role of 
product success in terms of inclusion into an official release. 
 
Preliminary Analyses 
The first analysis consists in performing a collinearity diagnostic among all our independent variables. 
We did a variance inflation factors (VIF) analysis and as recommended [30] we removed from our mod-
els those measures with VIF values above 5. We had high levels of correlation (above 0.7) between the 
measures of the syntactic representation of the software structure and the logical representation; conse-
quently, we constructed two different regression models for those measures. Table 1 summarizes the 
descriptive statistics of the set of measures that we included in the regression analyses. Those variables 
with skewed distributions were log-transformed to be used in subsequent analyses. 
 
Baseline Models 
We report the results of our regression analyses in Table 2. Following a traditional hierarchical ap-
proach, we started with a baseline model that includes only the control factors. Subsequent models in-
clude the various independent measures related to our research questions. Model I in Table 2 is the null 
model with a log likelihood of -‐1214:7. We use such model as the baseline comparison to determine the 
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amount of deviance explained the various groups of independent factors. Model II is the baseline model 
that includes only the control factors. We observe that the nature of the project had a significant impact 
on the likelihood of inclusion into an official GNOME release. Those projects categorized as platform 
modules were about 3.5 times more likely to be included in a GNOME release than those projects cate-
gorized as desktop modules. On the other hand, productivity tools or other types of projects were 2.9 
times and 6.8 times less likely to be included in an official release than desktop modules projects. These 
results reflect the module strategy in GNOME. While platform modules are necessary to develop addi-
tional functionality for the GNOME project, desktop modules are primarily necessary to ensure the “ba-
sic” functionality of the GNOME Desktop. Furthermore, platform modules have to meet certain re-
quirements on code stability; for example, existing interfaces should be stable at least for a period of two 
releases. Consistent with past results [24], the amount of participation, which is here the number of con-
tributors (committers), increases the likelihood of project success. 
 
Table 2. Odds ratios from multi-level logistic regressions assessing the impact on release inclusion 
 

 
 
The Role of Communication Structures 
Model 3 in Table 2 examines our first research question. The model introduces measures that capture the 
properties of communication network for the various projects. We observe that higher levels of density 
and a higher number of components in the communication network reduce the likelihood of project suc-
cess (odd ratios lower than 1). These results suggest that successful projects benefit from interaction 
patterns that are able to disseminate information to most of the project participants such as developers 
and users while minimizing redundant interconnections. On the other hand, highly clustered interaction 
patterns among project participants are more likely to be associated with unsuccessful projects. These 
results differ from past work suggesting that core-periphery (e.g., [16]) or hierarchical communication 
structures (e.g., [23]) tend to benefit distributed workgroups the most. One possible explanation for this 
difference is the evolving nature of open source development where developers and users interact and 
share information about a wide range of topics from what are the current tasks and problems, what fu-
ture features should be included in the system under development, how to install and use the product in 
machines that where not tested before. Such patterns might be indicators that a wider range of users and 
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developers are participating in communication and information sharing activities rather than those ac-
tions being concentrated around a few individuals. 
 
The Interplay between Project and Ecosystem 
Research question 2 refers to the relationship between communication patterns on the project-level and 
the online-production-system-level. In model 4, we observe that the higher the number of project mem-
bers that are part of the core of the system-wide communication network, the lower the likelihood of a 
project being included in the GNOME distribution. One possible explanation for this result is that com-
munity members who are part of the core are more likely to be active in more than one project in the 
GNOME community, consequently, those individuals need to divide their attention and effort among 
more projects than those individuals that are position away from the community-wide network core. In 
addition, higher levels of dispersion in the core-periphery scores among project members are associated 
with a higher likelihood of project success. These results suggest that project success depends on its 
members occupying different structural positions within the network as a mechanism to balance the 
benefits and limitations of belonging solely to the core or the periphery. Based on the web-based open 
source code repository Sourceforge, Xu and colleagues revealed that small projects mainly consist of 
core developers and projects leaders (core) whereas large projects had many co-developers and active 
users (periphery) [45]. In our study, larger projects are mainly those that has been released; therefore, 
based on [45] it can be assumed that larger projects exhibits more diverse structural positions and this 
leads to their final success. 
 
The Role of Coordination Needs Structures 
Model 5 in Table 2 reports the results of the analysis that assessed the impact of the structural properties 
of coordination needs networks on the likelihood of a project being included in an official GNOME re-
lease (RQ3). We observe that the higher the density and the higher the number of components in the 
coordination needs network, the higher the likelihood of project success. These results suggest that when 
tasks dependencies are partitioned among separate clusters of highly interdependent sets of individuals, 
projects are more likely to succeed by becoming part of an official GNOME distribution. Our findings 
are consistent with the long-standing argument in the modular design literature (e.g., [1], [36], [31]) that 
modular organizational designs are beneficial. 
 
The Role of the Technical Structure 
Finally, Models 6 and 7 in Table 2 report the results of the analysis that assessed the impact of the struc-
tural properties of technical dependency networks on the likelihood of a project being included in the 
GNOME distribution (RQ 4). In both models, we observe that higher levels of density as well as higher 
numbers of components in the structure of technical dependencies of a software system increase the 
likelihood of project success. Combined, these results suggest that modular technical structures (those 
with independent clusters of highly interdependent parts) are an important success driver for online pro-
duction systems. Our analyses show that model 6 which considers logical technical dependencies fits the 
data better (34.8% of explained deviance) than model 7, which includes the syntactic technical depend-
encies (32.9% of explained deviance). These results add to past results suggesting that the logical struc-
ture of software systems is not just a major driver of coordination needs [8] or quality outcomes [7] in 
corporate environments but also an important driver of overall project success in online production sys-
tems as well. 
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Additional Analyses 
The various projects included in our dataset, as previously discussed, have different patterns of inclusion 
in the GNOME distribution. For example, there were persistent inclusion (projects are included in all 
nine releases), temporary inclusion (projects are included in at least one release but not the subsequent), 
and late but continued inclusion (projects are included in a release and in all subsequent). Then, one po-
tential concern is that the results reported are driven primarily by systematic characteristics of a subset 
of the projects. In order to examine the robustness of our results, we perform a number of additional 
analyses. We first computed a set of dummy variables that categorized the projects into for groups: (a) 
projects that were never included in the GNOME distribution, (b) those projects that were always part of 
the GNOME releases, (c) those projects that were included and remained part of the GNOME distribu-
tion until the end of the period covered by our data and finally (d) those projects that were included at 
some point but later were removed from the GNOME release. We then included the dummy variables as 
control factors in our regression models and the results were consistent with those reported in Table 2. 
 
We also examine the differences in the independent variables across those for groups using Kruskal 
Wallis tests. The results show no significant differences across groups with the exemption of the vari-
ables committers and number of changed lines of code (Χ2 =518.4, p<0.001 and Χ2 =265.9, p<0.001, 
respectively). Projects that were never part of a GNOME release had significantly less number of com-
mitters and lower levels of change in the source code than the other types of projects. Despite these spe-
cific differences across groups, we think that these additional analyses provide evidence of the robust-
ness of the results reported in this paper. 
 
DISCUSSION 
An online production system comprises a social dimension of an open collaborative community where 
geographically distributed individuals collaborate to produce information goods and the technical di-
mension of such product. In this study, we investigated how three aspects of those dimensions (commu-
nication networks, coordination needs networks and product structure) impact success of a project. We 
found that each aspect has an independent role as success driver. Those results represent an important 
contribution to the online community and online production systems literature because they further our 
understanding of existing modes of actions and their influence on the success of those environments. 
Our analyses of the role of the communication structure within projects of an ecosystem revealed that 
communication patterns that interconnect most projects members (e.g., few components in the network) 
and are not densely clustered increase the likelihood of a project being successful. A possible explana-
tion for such findings is that successful projects might exhibit a continuously active core group that is 
able to integrate all members of the project or the developed software. On the other hand, the likelihood 
of project success is increased when both the coordination needs among project members and the tech-
nical structure of the product consists of collections of independent and highly interconnected clusters of 
actors and product elements, respectively. Finally, our results showed that successful projects tend to 
have communication patterns within the context of the entire online production system that involve in-
teractions with core as well as peripheral members of the community. 
 
Limitations 
Our study suffers from several limitations worth mentioning. First, our analyses considered only a subset 
of available projects in GNOME. However, the included projects do represent completely available data 
in terms of communication in the community, development activity and software source code. Second, 
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we assumed that each change to the source code identified in the version control system was associated 
with the developer who committed such change. However, GNOME follows code ownership processes 
where a core developer might commit changes made by a third person. We think that the number of 
those instances is rather small number although we do not have the necessary data to confirm it. Third, 
the consideration of a single online production system raises concerns for external validity. Our analyses 
and results could certainly be generalized to other open source software development communities. In 
order to generalize our results to other forms of online production systems such as Wikipedia might re-
quire considering, for example, a more adequate definition of what product structure constitutes in an 
encyclopedia. 
 
Future Research Directions 
Our research benefited from existing data in the GNOME mailing list and source code repositories. Ex-
amining additional, potentially different patterns of communication, information sharing and coordina-
tion represent a valuable future research endeavor. For example, in Crowston and Howison [14], the 
structure of teams and existing coordination mechanisms are studied based on data from task and defect 
tracking systems. Using those data might provide valuable insight on coordinative actions and processes 
that are used in open source communities. Considering a broader range of data sources would allow us 
to investigate the distribution of user participation across different collaborative technologies might rep-
resent additional success drivers in online production systems. Furthering our understanding of existing 
success factors in online production systems, would also lead to future research on a maturity model for 
online production systems that might help potential participants to estimate the reliability of a certain 
online production system. Similarly, such a model would allow “community owner” to actively influ-
ence processes in their community in order to ensure or obtain success. Additionally, further investiga-
tions by using online production systems with different product structures would show existing require-
ments for coordination mechanisms in online production systems. Successful patterns of the interrelat-
edness of the technical structure of the product and the social structure of the community could fertilize 
traditional models for producing information goods. Such an application can even transcend corporate 
boundaries and new questions emerge about the consistency of our results in corporate settings and pos-
sible changes in our results because of the dominance of corporate participation in online production 
systems (e.g., Eclipse community). 
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